**Bardus Irina. Determination of the regularities of the software evolution of computer engineering as the condition of the fundamentalization of professional training of future specialists in the field of information technologies.**

Improving the quality of the training of future IT professionals to productive professional activities requires fundamentalization of computer disciplines on the basis of general methodological knowledge and skills. One of the conditions for the fundamentalization of professional training of IT professionals is to determine the laws of software development. All software, depending on its purpose, can be divided into four categories: system, instrumental, middleware and applicative.

In order to effectively training of future IT professionals for productive professional activities, it is necessary to develop a unified system approach to presenting the teaching material of various computer disciplines, which will allow students to develop the fundamental methodological knowledge and skills in creating new software.

For the systematic description of the concepts of computer discipline it is expedient to apply a universal hierarchical model of the technical object P = {R, S, D, H} based on semantic features (purpose (R), structure (S), operating principle (D) and characteristics (H)). As the software is a subsystem of the technical system "computer", so its improvement is based on the principle of progressive development of technical systems. Each new generation of systems is improved by improving the criteria (H). It is advisable to determine the laws of software evolution on the basis of comparison of quantitative and qualitative indicators of functional, technological, economic and anthropological criteria.

Retrospective analysis of the software should be based on the causes of each generation appearances (indicators to be improved), indicating the new structure, the operating principle (mathematical algorithms, laws and theories), or the purpose. Comparing the dynamics of the indicator over the entire time of evolution will determine the laws of software development.

A retrospective analysis of all software allowed to determine the general laws of software evolution, namely:

* increasing the amount of data processed by the software;
* increase functionality as the product develops;
* source code complication, due to the gradual increase of the software product functionality, as well as the support of new paradigms and software engineering technologies;
* increasing software volumetric capacity by expanding the functionality and increasing the amount of data processed;
* increasing the execution time of programs (when comparing old and new software on a single hardware platform), due to the increase in data that needs to be processed, the growth of software code volumes, and increasing requirements for the hardware.

Retrospective analysis and software evolution patterns will be used in developing the mathematical foundations for the fundamentalization of the professional training of future IT professionals.
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